*Лекция 8: Работа со строками*

### **Строки**

Вероятно, читатели примерно представляют, что такое тип данных " *строка* " и как *создать* переменную такого типа. В одной из первых лекций мы приводили три способа задания *строк*: с помощью одинарных кавычек, двойных кавычек и с помощью *heredoc* –синтаксиса. Отмечали мы и основные различия между этими способами. В основном они касаются обработки переменных и *управляющих последовательностей* внутри *строки*.

<?php

echo 'В такой строке НЕ обрабатываются

переменные и большинство

последовательностей';

echo "Здесь переменные и последовательности

обрабатываются";

echo <<<EOT

Здесь тоже обрабатываются как переменные,

так и управляющие последовательности.

И кроме того, можно вводить символы кавычек

без их экранирования обратным слэшем.

EOT;

?>

Пример 8.1. Способы задания строк

Уже не раз, начиная с самой первой лекции, мы использовали функцию *echo* . На самом деле, *echo* – не функция, а языковая конструкция, поэтому использовать при ее вызове круглые скобки не обязательно. *Echo* позволяет выводить на экран *строки*, переданные ей в качестве параметров. Параметров у *echo* может быть сколько угодно. Их разделяют запятыми или объединяют с помощью оператора конкатенации и никогда не заключают в круглые скобки.

<?

echo "Пришел ", "увидел ", "победил ";

// выведет строку "Пришел увидел победил"

// многие предпочитают передавать несколько

// параметров в echo с помощью конкатенации

echo "Пришел " . "увидел " . "победил ";

// тоже выведет строку

// "Пришел увидел победил"

echo ("Пришел ", "увидел ", "победил ");

// выдаст ошибку: unexpected ','

?>

Пример 8.2. Использование функции echo

Существует сокращенный синтаксис для команды *echo* :

<?=строка\_для\_вывода?>

Здесь параметр строка\_для\_вывода содержит *строку*, заданную любым из известных способов, которая должна быть выведена на экран.

Например, такой скрипт выведет на экран красным цветом "Меня зовут Вася":

<? $name="Вася" ?>

<font color=red>Меня зовут <?=$name?></font>

Кроме языковой конструкции *echo* существует ряд функций для вывода *строк*. Это в первую очередь функция *print* и ее разновидности printf, sprintf и т.п.

Функция *print* позволяет выводить на экран только одну *строку* и, как и *echo* , не может быть вызвана с помощью переменных функций, поскольку является языковой конструкцией.

Функция print\_r не относится к *строковым функциям*, как можно было бы подумать. Она отображает информацию о переменной в форме, понятной пользователю.

Функции sprintf и printf обрабатывают переданную им *строку* в соответствии с заданным форматом. Но о них мы говорить не будем. А поговорим о том, как можно осуществлять *поиск в тексте, представленном в виде строки*.

### **Поиск элемента в строке**

Для того чтобы определить, входит ли данная подстрока в состав *строки*, используется функция *strpos()* . Синтаксис *strpos()*такой:

strpos (исходная строка,строка для поиска

[,с какого символа искать])

Она возвращает позицию появления искомой *строки* в исходной *строке* или возвращает логическое false, если вхождение не найдено. Дополнительный аргумент позволяет задавать символ, начиная с которого будет производиться *поиск*. Кроме логического false эта функция может возвращать и другие значения, которые приводятся к false (например, 0 или ""). Поэтому для того, чтобы проверить, найдена ли искомая *строка*, рекомендуют использовать оператор эквивалентности " === ".

<?

$str = "Идея наносить данные на перфокарты

и затем считывать и обрабатывать их

автоматически принадлежала Джону Биллингсу,

а ее техническое решение осуществил Герман

Холлерит. Перфокарта Холлерита оказалась

настолько удачной, что без малейших изменений

просуществовала до наших дней.";

$pos = strpos($str,"Холлерит");

if ($pos !== false) echo "Искомая строка

встречена в позиции номер $pos ";

else echo "Искомая строка не найдена";

/\* заметим, что мы проверяем значение

$pos на эквивалентность с false.

Иначе строка, находящаяся в первой позиции,

не была бы найдена, так как 0

интерпретируется как false. \*/

?>

Пример 8.3. Использование функции strpos()

Если значение параметра строка\_для\_поиска не является *строкой*, то оно преобразуется к целому типу и рассматривается как ASCII-код символа. Чтобы получить ASCII-код любого символа в PHP, можно воспользоваться функцией *ord("символ")*

Например, если мы напишем $pos = *strpos*($str,228); то интерпретатор будет считать, что мы ищем символ " д ". Если добавить эту строчку в приведенный выше пример и вывести результат, то получим сообщение, что искомая *строка* найдена в позиции 1.

Функция, обратная по смыслу ord, – это *chr (код символа)* . Она по ASCII-коду выводит символ, соответствующий этому *коду*.

С помощью функции *strpos* можно найти номер только первого появления *строки* в исходной *строке*. Естественно, есть функции, которые позволяют вычислить номер последнего появления *строки* в исходной *строке*. Это функция *strrpos()* . Ее синтаксис таков:

strrpos (исходная строка, символ для поиска)

В отличие от *strpos()* эта функция позволяет найти позицию последнего появления в *строке* указанного символа.

Бывают ситуации, когда знать позицию, где находится искомая *строка*, необязательно, а нужно просто получить все символы, которые расположены после вхождения этой *строки*. Можно, конечно, воспользоваться и приведенными выше функциями *strpos()* и *strrpos()* , но можно сделать и проще – *выделить подстроку* с помощью предназначенных именно для этого функций.

### **Выделение подстроки**

#### **Функция strstr**

Говоря о *выделении подстроки* из искомой *строки* в языке PHP, в первую очередь стоит отметить функцию *strstr()* :

strstr (исходная строка, строка для поиска)

Она находит первое появление искомой *строки* и возвращает подстроку, начиная с этой искомой *строки* до конца исходной *строки*.

Если *строка* для поиска не найдена, то функция вернет false. Если *строка* для поиска не принадлежит *строковому типу* данных, то она переводится в целое число и рассматривается как *код символа*. Кроме того, эта функция *чувствительна к регистру*, т.е. если мы будем параллельно искать вхождения слов "Идея" и "идея", то результаты будут разными. Вместо *strstr()* можно использовать абсолютно идентичную ей функцию *strchr()* .

**Пример 8.4**. Выделим из *строки*, содержащей название и автора исследования, подстроку, начинающуюся со слова "Название":

<?

$str = "Автор: Иванов Иван (<a

href=mailto:van@mail.ru>написать письмо</a>),

Название: 'Исследование языков

программирования' ";

echo "<b>Исходная строка: </b>",$str;

if (!strstr($str, "Название"))

echo "Строка не найдена<br>";

else echo "<p><b>Полученная подстрока: </b>",

strstr($str, "Название");

?>

Пример 8.4. Использование функции strstr()

В результате получим:

Исходная строка: Автор: Иванов Иван

(написать письмо),

Название: 'Исследование языков

программирования'

Полученная подстрока: Название:

'Исследование языков программирования'

Для реализации регистронезависимого поиска подстроки существует соответствующий аналог этой функции – функция *stristr (исходная строка, искомая строка)* . Действует и используется она точно так же, как и *strstr()* , за исключением того, что регистр, в котором записаны символы искомой *строки*, не играет роли при поиске.

Очевидно, что функция *strstr()* не слишком часто используется – на практике редко бывает нужно получить подстроку, начинающуюся с определенного слова или *строки*. Но в некоторых случаях и она может пригодиться. Кроме того, в PHP есть и более удобные функции для поиска вхождений. Наиболее мощные из них, конечно, связаны с регулярными выражениями. Их мы рассмотрим в одной из последующих лекций.

#### **Функция substr**

Иногда мы не знаем, с каких символов начинается искомая *строка*, но знаем, например, что начинается она с пятого символа и заканчивается за два символа до конца исходной *строки*. Как *выделить подстроку* по такому описанию? Очень просто, с помощью функции *substr()* . Ее синтаксис можно записать следующим образом:

substr (исходная строка,

позиция начального символа [, длина])

Эта функция возвращает часть *строки* длиной, заданной параметром длина, начиная с символа, указанного параметром позиция начального символа. Позиция, с которой начинается выделяемая подстрока, может быть как положительным целым числом, так и отрицательным. В последнем случае отсчет элементов производится с конца *строки*. Если параметр длина опущен, то *substr()*возвращает подстроку от указанного символа и до конца исходной *строки*. Длина выделяемой подстроки тоже может быть задана отрицательным числом. Это означает, что указанное число символов отбрасывается с конца *строки*.

**Пример 8.5**. Допустим, у нас есть фраза, выделенная жирным шрифтом с помощью тега <b> языка HTML. Мы хотим получить эту же фразу, но в обычном стиле. Напишем такую программу:

<?php

$word = "<b>Hello, world!</b>";

echo $word , "<br>";

$pure\_str = substr($word, 3, -4);

/\* выделяем подстроку,

начиная с 3-го символа,

не включая 4 символа с конца строки \*/

echo $pure\_str;

?>

Пример 8.5. Использование функции substr()

В результате работы этого скрипта получим:

**Hello, world!** Hello, world!

На самом деле решить такую задачу можно гораздо проще, с помощью функции *strip\_tags* :

strip\_tags (строка [, допустимые теги])

Эта функция возвращает *строку*, из которой удалены все html и php-теги. С помощью дополнительного аргумента можно задать теги, которые не будут удалены из *строки*. Список из нескольких тегов вводится без каких-либо знаков разделителей. Функция выдает предупреждение, если встречает неправильные или неполные теги.

<?php

$string = "<b>Bold text</b>

<i>Italic text</i>";

$str = strip\_tags($string);

// удаляем все теги из строки

$str1 = strip\_tags($string, '<b>');

// удаляем все теги кроме тега <b>

$str2 = strip\_tags($string, '<i>');

// удаляем все теги кроме тегов <i>

echo $str,"<br>",$str1,"<br>", $str2;

?>

Пример 8.6. Использование функции strip\_tags()

В результате получим:

Bold text Italic text

**Bold text Italic text**

*Bold text Italic text*

Приведем другой пример использования функции *substr()* . Допустим, у нас есть какое-то сообщение с приветствием и подписью автора. Мы хотим удалить сначала приветствие, а потом и подпись, оставив только содержательную часть сообщения.

<?php

$text = "Привет! Сегодня мы изучаем работу

со строками. Автор.";

$no\_hello = substr($text, 8);

// убираем приветствие

$content = substr($text, 8, 38);

// то же самое, что substr($text, 8, -6).

// Убираем подпись.

echo $text, "<br>", $no\_hello,

"<br>", $content;

?>

В результате получим:

Привет! Сегодня мы изучаем работу

со строками. Автор.

Сегодня мы изучаем работу со строками. Автор.

Сегодня мы изучаем работу со строками.

Если нам нужно получить один конкретный символ из *строки*, зная его порядковый номер, то не следует задействовать функции типа *substr* . Можно воспользоваться более простым синтаксисом – записывая номер символа в фигурных скобках после имени строковой переменной. В контексте предыдущего примера букву " р ", расположенную второй по счету, можно получить так:

echo $text{1}; // выведет символ "р"

Заметим, что номером этого символа является число один, а не два, так как нумерация символов *строки* производится начиная с нуля.

Раз уж мы начали говорить о символах в *строке* и их нумерации, то невольно возникает вопрос, сколько всего символов в *строке* и как это вычислить. Число символов в *строке* – это ***длина строки*** . Вычислить *длину строки* можно с помощью функции *strlen (строка)*. Например, *длина строки* "Разработка информационной модели" вычисляется с помощью команды: *strlen* ("Разработка информационной модели"); и равна 32 символам.

Итак, как выделять и находить подстроки, мы рассмотрели. Теперь научимся заменять *строку*, входящую в состав исходной *строки*, на другую *строку* по нашему выбору.

### **Замена вхождения подстроки**

#### **Функция str\_replace**

Для *замены вхождения* подстроки можно использовать функцию *str\_replace()* . Это простая и удобная функция, позволяющая решать множество задач, не требующих особых тонкостей при выборе заменяемой подстроки. Для того чтобы производить *замены* с более сложными условиями, используют механизм регулярных выражений и соответствующие функции ereg\_replace() и preg\_replace(). Синтаксис функции *str\_replace()* такой:

str\_replace(искомое значение,

значение для замены, объект)

Функция *str\_replace()* ищет в рассматриваемом объекте значение и *заменяет* его значением, предназначенным для *замены*. Почему мы говорим здесь не про *строки* для поиска и замены и исходную *строку*, а про значения и объект, в котором происходит *замена*? Дело в том, что начиная с PHP 4.0.5 любой аргумент этой функции может быть массивом.

Если объект, в котором производится поиск и *замена*, является массивом, то эти действия выполняются для каждого элемента массива и в результате возвращается новый массив.

<?php

$greeting = array("Привет", "Привет всем!",

"Привет, дорогая!"); // объект

$new\_greet = str\_replace("Привет",

"Доброе утро", $greeting);

// делаем замену

print\_r($new\_greet);

/\* получим: Array ([0]=>Доброе утро

[1]=>Доброе утро всем!

[2]=>Доброе утро, дорогая!) \*/

?>

Пример 8.7. Использование функции str\_replace()

Если искомое значение и значение для *замены* – массивы, то берется по одному значению из каждого массива и производится их поиск и *замена* в объекте. Если значений для *замены* меньше, чем значений для поиска, то в качестве новых значений используется пустая *строка*.

<?php

$greeting = array("Привет", "Привет всем!",

"Привет, дорогая!","Здравствуйте",

"Здравствуйте, товарищи", "Hi");

// объект

$search = array ("Привет",

"Здравствуйте", "Hi");

// значения, которые будем заменять

$replace = array ("Доброе утро",

"День добрый");

// значения, которыми будем заменять

$new\_greet = str\_replace($search, $replace,

$greeting);

// делаем замену

print\_r($new\_greet);

//выводим полученный массив

?>

Пример 8.8. Использование функции str\_replace(). Вариант 2

В результате получим такой массив:

Array (

[0] => Доброе утро

[1] => Доброе утро всем!

[2] => Доброе утро, дорогая!

[3] => День добрый

[4] => День добрый, товарищи

[5] =>

)

Если значения для поиска – массив, а значение для *замены* – *строка*, то эта *строка* будет использована для *замены* всех найденных значений.

<?php

$greeting = array("Привет", "Привет всем!",

"Привет, дорогая!", "Здравствуйте",

"Здравствуйте, товарищи");

// объект

$search = array ("Привет","Здравствуйте");

// значения, которые будем заменять

$replace = "День добрый";

// значение, которым будем заменять

$new\_greet = str\_replace($search,

$replace, $greeting); // делаем замену

print\_r($new\_greet);

//выводим полученный массив

?>

Пример 8.9. Использование функции str\_replace(). Вариант 3

Получим:

Array (

[0] => День добрый

[1] => День добрый всем!

[2] => День добрый, дорогая!

[3] => День добрый

[4] => День добрый, товарищи

)

Функция *str\_replace()* *чувствительна к регистру*, но существует ее регистронезависимый аналог – функция *str\_ireplace()* . Однако эта функция поддерживается не во всех версиях PHP.

Еще один пример использования функции *str\_replace()* – обработка шаблонов.

Обратимся в очередной раз к описанию какого-либо документа, например статьи. Много раз мы уже создавали форму для ввода подобного описания и даже отображали данные, введенные пользователем в такого рода форму. Но как отображать эти данные, мы описывали непосредственно в коде нашей программы. Теперь мы хотим, чтобы способ отображения данных задавал сам пользователь. Для этого добавим в нашу форму еще один элемент для ввода шаблона.

<h2>Введите описание статьи</h2>

<form action=sbl.php>

<table border=0>

<tr><td>Название </td><td><input

type=text name=title > </td></tr>

<tr><td>Краткое содержание </td><td><input

type=textarea name=description > </td></tr>

<tr><td>Автор </td><td><input

type=text name=author > </td></tr>

<tr><td>Дата публикации </td><td><input

type=text name=published ></td></tr>

<tr><td>Шаблон документа </td><td><textarea

name=shablon ></textarea></td></tr>

</table>

<input type=submit value="Отправить">

</form>

Однако просто поля для ввода шаблона недостаточно. Один человек введет в него одно, другой – другое. Нужно договориться о том, как создавать шаблоны, что можно в них использовать, т.е. нужно придумать язык шаблонов. Например, мы договариваемся, что при создании шаблона можно задействовать любые html-теги, а набор *спецсимволов* вида <!имя\_элемента> определяет значение элемента с именем имя\_элемента. Далее, как обрабатывать такого рода шаблоны? Можно использовать функцию *str\_replace()* :

<?php

$tmpl = $\_GET["shablon"];

/\* шаблон, введенный пользователем.

Например, это может быть такая строка:

"<h1><!title></h1> <p><font

size=-1><!description></font></p><p

align=right><!author><br><!published></p>" \*/

function Show(){

// функция, которая производит замену

// элемента шаблона на его значение

global $tmpl;

foreach($\_GET as $k => $v) {

$tmpl = str\_replace("<!$k>",$v,$tmpl);

}

echo $tmpl;

}

Show();

?>

Как эти файлы выглядят для обычного пользователя? Если мы введем в форму такие данные как показано на [рисунке 8.1](https://www.intuit.ru/studies/courses/42/42/lecture/27189?page=4#image.8.1), то в результате получим:

Первая машина для переписи населения

Идея наносить данные на перфокарты и затем

считывать и обрабатывать их автоматически

принадлежала Джону Биллингсу, а ее

техническое решение осуществил Герман

Холлерит. Перфокарта Холлерита оказалась

настолько удачной, что без малейших изменений

просуществовала до наших дней.

А. М. Федотов

12.02.03
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**Рис. 8.1.**Форма для ввода описания документа "статья" и шаблона для его отображения

#### **Функция substr\_replace**

Эта функция сочетает в себе свойства двух уже рассмотренных нами функций – функции *str\_replace()* и *substr()* . Ее синтаксис таков:

substr\_replace (исходная строка,

строка для замены,

позиция начального символа [, длина])

Эта функция *заменяет часть строки строкой, предназначенной для замены*. *Заменяется* та часть *строки* (т.е. подстрока), которая начинается с позиции, указанной параметром позиция начального символа. С помощью дополнительного аргумента длина можно ограничить число заменяемых символов. То есть, фактически, мы не указываем конкретно *строку*, которую нужно *заменить*, мы только описываем, где она находится и, возможно, какую длину имеет. В этом отличие функции *substr\_replace()* от *str\_replace()* .

Как и в случае с функцией *substr()* аргументы позиция начального символа и длина могут быть отрицательными. Если позиция начального символа отрицательна, то *замена* производится, начиная с этой позиции относительно конца *строки*. Отрицательная длина задает, сколько символов от конца *строки* не должно быть заменено. Если длина не указывается, то *замена* происходит до конца *строки*.

<?php

$text = "Меня зовут Вася.";

echo "Исходная строка: $text<hr>\n";

/\* Следующие две строки заменят всю

исходную строку строкой 'А меня – Петя' \*/

echo substr\_replace($text, 'А меня – Петя',

0) . "<br>\n";

echo substr\_replace($text, 'А меня – Петя',

0, strlen($text)) . "<br>\n";

// Следующая строка добавит слово 'Привет! '

// в начало исходной строки

echo substr\_replace($text, 'Привет! ',

0, 0) . "<br>\n";

// Следующие две строки заменят имя Вася

// на имя Иван в исходной строке

echo substr\_replace($text, 'Иван', 11,

-1) . "<br>\n";

echo substr\_replace($text, 'Иван', -5,

-1) . "<br>\n";

?>

Пример 8.10. Использование функции substr\_replace()

В результате работы этого скрипта получим:

Исходная строка: Меня зовут Вася.

------------------------------------------

А меня – Петя

А меня – Петя

Привет! Меня зовут Вася.

Меня зовут Иван.

Меня зовут Иван.

### **Разделение и соединение строки**

Очень полезные функции – функция *разделения строки на части* и обратная ей функция *объединения строк* в одну *строку*. Почему очень полезные? Например, если вы динамически генерируете форму по желанию пользователя, можно предложить ему вводить элементы для создания списка выбора, разделяя их каким-нибудь символом. И для того чтобы обработать полученный список значений, как раз и пригодится умение *разбивать строку* на кусочки. Для реализации такого разбиения в PHP можно использовать несколько функций:

explode(разделитель,исходная строка

[,максимальное число элементов])

split (шаблон, исходная строка

[, максимальное число элементов])

preg\_split (шаблон, исходная строка

[, максимальное число элементов

[,флаги]])

Последние две функции работают с регулярными выражениями, поэтому в данной лекции мы их рассматривать не будем. Рассмотрим более простую функцию – *explode()* .

Функция *explode()* *делит исходную строку на подстроки*, каждая из которых отделена от соседней с помощью указанного разделителя, и возвращает массив полученных *строк*. Если задан дополнительный параметр максимальное число элементов, то *число элементов в массиве* будет не больше этого параметра, в последний элемент записывается весь остаток *строки*. Если в качестве разделителя указана пустая *строка* """", то функция *explode()* вернет false. Если символа разделителя в исходной *строке* нет, то возвращается массив с исходной *строкой* без изменений.

**Пример 8.11**. мы хотим создать элемент формы – выпадающий список и значения для этого списка должен ввести пользователь, не знакомый с языком html. Создадим такую форму:

<form action=exp.php>

Введите варианты для выбора автора статьи

через двоеточие (":"):<br>

<input type=text name=author size=40>

<br>

<input type=submit value="Создать элемент">

</form>

Пример 8.11. Использование функции explode()

Скрипт, который будет ее обрабатывать (exp.php), может быть таким:

<?php

$str = $\_GET["author"];

$names = explode(":",$str);

// разбиваем строку введенную,

// пользователем с помощью ":"

$s = "<select name=author>";

// создаем выпадающий список

foreach ($names as $k => $name) {

$s .= "<option value=$k>$name";

// добавляем элементы к списку

}

$s .= "</select>";

echo $s;

?>

В итоге, если мы введем такую строчку в форму:

![Ввод значений для создания выпадающего списка](data:image/gif;base64,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)

**Рис. 8.2.**Ввод значений для создания выпадающего списка

то получим следующий выпадающий список:

![Выпадающий список, полученный       в результате обработки формы](data:image/gif;base64,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)

**Рис. 8.3.**Выпадающий список, полученный в результате обработки формы

Кроме *разделения строки на части* иногда, наоборот, возникает необходимость *объединения нескольких строк в одно целое*. Функция, предлагаемая для этого языком PHP, называется *implode()* :

*implode (string $glue , array $pieces)*

Эта функция объединяет элементы массива с помощью переданного ей объединяющего элемента (например, запятой). В отличие от функции *explode()* , порядок аргументов в функции *implode()* не имеет значения.

**Пример 8.12**. Допустим, мы храним имя, фамилию и отчество человека по отдельности, а выводить их на странице нужно вместе. Чтобы *соединить их в одну строку*, можно использовать функцию *implode()* :

<?php

$data = array("Иванов","Иван","Иванович");

$str = implode(" ", $data);

echo $str;

?>

Пример 8.12. Использование функции implode()

В результате работы этого скрипта получим *строку*:

Иванов Иван Иванович

У функции *implode()* существует псевдоним – функция join(), т.е. эти две функции отличаются лишь именами.

### **Строки, содержащие html-код**

Достаточно часто мы работаем со *строками*, содержащими html-теги. Если отобразить такую *строку* в браузер с помощью обычных функций отображения данных *echo()* или *print()* , то мы не увидим самих html-тегов, а получим отформатированную в соответствии с этими тегами *строку*. Браузер обрабатывает все html-теги в соответствии со стандартом языка HTML. Иногда нам нужно видеть непосредственно *строку*, без обработки ее браузером. Чтобы этого добиться, нужно перед тем, как *выводить*, применить к ней функцию *htmlspecialchars()* .

Функция *htmlspecialchars (строка [, стиль кавычек [, кодировка]])* переводит специальные символы, такие как "<", ">", "&", """ , "'" в такие сущности языка HTML, как "&lt;", "&gt;", "&amp;", "&quot;", "&#039;" соответственно.

Дополнительный аргумент стиль кавычек определяет, как должны интерпретироваться двойные и одинарные кавычки. Он может иметь одно из трех значений: ENT\_COMPAT, ENT\_QUOTES, ENT\_NOQUOTES. Константа ENT\_COMPAT означает, что двойные кавычки должны быть переведены в спецсимволы, а одинарные должны остаться без изменений. ENT\_QUOTES говорит, что должны конвертироваться и двойные и одинарные кавычки, а ENT\_NOQUOTES оставляет и те и другие кавычки без изменений.

В параметре кодировка могут быть заданы такие кодировки, как UTF-8, ISO-8859-1 и другие (русские кодировки также поддерживаются - см. <http://ru2.php.net/manual/en/function.htmlspecialchars.php>).

<?php

$new = htmlspecialchars("<a

href='mailto:au@mail.ru'>

Написать письмо</a>", ENT\_QUOTES);

echo $new;

/\* наша строка перекодируется в такую:

&lt;a href=&#039;mailto:au@mail.ru&#039;&gt;

Написать письмо&lt;/a&gt; \*/

Пример 8.13. Использование функции htmlspecialchars()

В браузере мы увидим:

<a href='mailto:au@mail.ru'>

Написать письмо</a>

Функция *htmlspecialchars()* перекодирует только наиболее часто используемые спецсимволы. Если необходимо конвертировать все символы в сущности HTML, следует задействовать функцию *htmlentities()* . Русские буквы при использовании этой функции тоже кодируются специальными последовательностями. Например, буква " А " заменяется комбинацией " &Agrave; ". Ее синтаксис и принцип действия аналогичен синтаксису и принципу действия *htmlspecialchars()* .

### ***Заключение***

Итак, мы завершили знакомство с функциями работы со *строками* языка PHP. Конечно же, мы затронули далеко не все существующие функции, а лишь малую часть. Мы изучили функции, позволяющие *найти набор символов в строке*, функции, *заменяющие все вхождения одной строки на другую*, функции *разделения строки на части* и *соединения нескольких строк в одну*, а также рассмотрели функции, позволяющие *выводить на экран строки, содержащие html–код* без их форматирования браузером.